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CHAPTER 1 

Introduction 

he area of Presence is quite a huge one with m
specified by
taken those various drafts and speci

T any specifications and drafts 
 the IETF and then the Open Mobile Alliance (OMA) has 

fications and brought them into one 
unified context. OMA has also extended some of the specifications as well as clarified 
the existing ones when there have been ambiguities. The purpose of this book is to go 
through all the relevant specifications and drafts made by the various standardizations 
bodies and during the course build up a Presence System from ground up. At the end of 
this book the reader should have a deep knowledge of all the relevant parts in the vast 
area of presence. 

 

1.1 Targeted Audience 

This book is written by a professional for professionals. It is assumed that the reader is 
familiar with general networking concepts, with IETF 

1.2 The Layout of This Book 

Every chapter will start with a problem description and what can be done to solve this 
problem and then continues to describe the problem and solution at hand in an 
introduction way. Any new concepts and definitions are discussed and defined within the 
introduction and once the general language has been set it continues to look into the 
problem in more detail. However, the main discussion does not dive into every little 
detail but rather tries to highlight the common use cases. For architects, designers and 
developers that really need to know all the details, each chapter has a detailed section 
about the problem and solutions at hand. At the end of each chapter you will find a 
Summery section that yet again states the problem and the solution found in the chapter. 
It also makes the transition to the next chapter. 

1.3 What is Presence 

Talk about presence, what it is and how it is commonly used. Extended usage of presence 
information includes to use it when making routing decisions etc. 

 

 



Jonas Borjesson – jonas@jonasborjesson.com 

 2 

 

Let us just look at the very basic user scenario and also the most widely used. 

Introduce Alice and Bob, have Alice subscribe to Bob, show how this information is 
conveyed to Alice. 

Presence is not just one specification but rather quite many specifications out of IETF and 
then OMA has taken all of those and put them into a context in order to form a full blown 
Presence System. The underlying technology is SIP so therefore it is important that 
someone who wants to know all the details of Presence also is familiar with the SIP 
protocol. Therefore, before we get into the details of Presence we will first go through the 
basics of the SIP protocol.  

1.4 The Open Mobile Alliance 

Who they are, what they do, why they are important for us in this context… 



CHAPTER 2 

SIP 

resenc
be appropriate. However, SIP itself is
concentrating on Presence blah blah blah…  

P e is based off of SIP so therefore an introduction to this area seems to 
 a huge topic and since this book is 

2.1 History of SIP 

Blah 

2.2 HTTP V.S. SIP 

Blah 

2.3 Base SIP 

2.3.1 Request and Responses 

2.3.2 The METHOD 

 

2.4 SIP Dialog 

The most common usage today of SIP is to use SIP for setting up and maintaining “phone 
calls” (VoIP).  

However, it is important to realize that a dialog is not bound to the SIP INVITE message 
but rather is just a general concept within SIP and describes how a relation between two 
SIP endpoints can be described and maintained. In RFC 3261, the only SIP method 
defined to setup such a relationship is the SIP INVITE message but as we will see later 
one, there are other methods that is capable of establishing a peer-to-peer relationship 
between two end points. 
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2.5 Summary 

In this chapter we went through the basics of SIP from a Presence perspective. As pointed 
out, there are much more to SIP and they are many books on the subject but the best 
source of truth is really just to read RFC 3261, it contains everything you will ever need 
to know about SIP. 

Now that we have the basic understanding of SIP we can continue to examine the RFC 
that lays the very foundation of a presence framework, namely RFC 3265 who discusses 
a general SIP based event notification framework. 



CHAPTER 3 

Event Notification 
Framework 

pplicaitons often face the problem of registering an interest in the state of a 
particular resource and then getting notifications when that resource 
changes. A resource can really be anything, it could be a particular 

document on your local hard drive, or why not a document on some server far away. It 
could be the state of your voice mail, the state of the CPU or why not the presence state 
of your best buddy? Or to push the discussion even further, why not the state of the 
particular bus you take to work? The point is that all of these things could be considered 
as a Resource and you may want to know what those Resources are up to. Since this is a 
common problem, IETF set out to specify a general Event Notification Framework that 
used SIP for allowing end points to register an interest on a particular Resource and then 
be notified when that Resource changed state. 

A 

This chapter will go through everything you need to know about this SIP based event 
notification framework and will be the ground for everything else in this book. 

3.1 Introduction 

On a high-level, Figure 3-1 illustrates what we are trying to accomplish here. We want to 
setup a relationship between our end-point and a Notifier (who has knowledge about the 
Resource, which is the one we are really interested of) so that whenever the state of that 
Resource change, we will find out. Of course, this relationship will last for some time and 
the way to do that in SIP is to establish a dialog. In the chapter about SIP we saw that in 
the base line SIP specification, the only way to establish a dialog (and therefore also a 
lasting relationship between two endpoints) was to send out an INVITE request. 
However, we also pointed out that a dialog is a general concept and that there are other 
methods that are capable of establishing a SIP dialog. RFC 3265 introduces the SIP 
SUBSRIBE message and clients use it when they wish to register an interest in the state 
of a Resource. 

The state of the Resource is sent out by the Notifier to the Subscriber through a NOTIFY 
request. This request contains the actual state of the Resource as well as information 
about the state of the Subscription itself. The NOTIFY request is also a new SIP method 
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introduced by RFC 3265 and before we get into any more details let us first establish the 
general concepts of introduced by RFC 3265. 

[insert picture here] 

Figure 3-1 shows how Alice asks to get updates of the state of her voice mail. 

 

3.1.1 A General Framework 

RFC 3265 is the IETF specification that lays out the fundamental framework for a SIP 
based Event Notification system, which allows for SIP UA:s to register an interest in a 
particular Resource and then to be notified when the state of that Resource is changed. 
However, it is important to realize that this framework is a general framework and has 
actually nothing to do with Presence. This is a common misconception but an 
understandable one since, at the time of writing, presence is probably the most widely 
used and most well known event package deployed onto this framework.  

We have already started to use terms such as a “Resource”, “Notifier”, “Subscriber” etc 
but so far we have not really defined what those really are. So, before we go any further, 
let us first establish a common language by examining the concepts introduced by RFC 
3265. 

3.1.1.1 The Subscriber 
The Subscriber is the SIP end point that registers an interest for receiving state changes of 
a particular Resource. The Subscriber accomplishes this by issuing a SIP SUBSCRIBE 
request, which is processed by a Notifier. If the request is accepted, the Subscriber will 
have installed a Subscription associated with that Resource and will be receiving 
notifications of any state changes in that Resource as long as this Subscription is alive.  

3.1.1.2 The Subscription 
The Subscription represents a peer-to-peer relationship between two SIP end-points, the 
Subscriber, and the Resource (or rather the Notifier, who has knowledge of the Resource 
and its associated state). Looking at the SIP level, a Subscription is represented by a SIP 
dialog and as long as this dialog is valid, the Subscription is valid, and as long as the 
Subscription is alive and well, the Subscriber will be receiving state changes.  

Might remove this comment and rather mention it later on along with this discussion in 
the chapter about privacy rules – Note that there might be other factors that actually 
prevent the Subscriber of receiving the true state of the Resource, such as privacy filters. 

Compare the Subscription with any real world subscription to e.g. your local newspaper. 
You as the Subscriber will create a subscription with the news agency and upon approval 
your subscription will be installed and activated. As long as you want to and as long as 
you pay your bills on time, your subscription will be active and you will be receiving a 
copy of the newspaper every morning. 
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3.1.1.3 The Notifier 
The purpose of the Notifier* is to processing incoming subscribe requests and to send out 
notifications to subscribers in order to convey the state of a particular Resource. If a 
subscription is accepted, the subscription will be installed and that subscriber will 
consequently be receiving notifications for as long as that subscription is active. One of 
the more important parts of processing a subscription request is to decide whether to 
allow the request or not. Since RFC 3265 just defines a general framework, the actual 
decision is left up to the implementing event package and depending on that event 
package; the authorization decision may be a very simple one or quite complex, as in the 
case of the Presence Event Package (which we will go through later on) 

3.1.1.4 The Resource 
The most central component of this entire framework is the Resource (and yet it is not 
explicitly defined in the specification). It is to a particular Resource a SIP end-point 
registers its interest in and it is the state of this Resource that gets conveyed to the 
Subscriber by notifications sent out by the Notifier. As mentioned in the introduction to 
this chapter, a Resource can really be anything and what a Resource really represents it is 
up to the implementing Event Package.  

The central concept of this entire framework is the resource.  

REMEMBER! The Resource is actually just the request-uri but the way I define it here is 
request-uri + event package. Or even more,  

3.1.1.5 The Event Package 
An Event Package is other specifications that describe what a Resource really represents. 
It is up to the implementing Event Package to define what state is conveyed to the 
Subscriber and also the format of that information along with any additional rules 
required to parse that state. Another important part of an Event Package is to define how 
authorizations of Subscribers are to take place, i.e. is Alice allowed to subscribe to the 
state of Bob? 

3.1.1.6 Template Event-Package 
A template event-package is a special kind of event package that cannot operate in 
isolation but needs to be applied on top of another event package.  

3.1.1.7 The Subscribe Request 
It is through constructing a sending a SUBSCRIBE request a SIP end point can establish 
a subscription with the Notifier. The SUBSCRIBE is a dialog creating SIP method so 
therefore, upon a successful request, a dialog will have been established on both sides and 
that dialog will represent the relationship between the two end-points. 
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3.1.1.8 The Notify Request 
Once a subscription has been installed, any changes in the state of the Resource is sent 
out using a NOTIFY. This is also a new SIP method introduced by RFC 3265 and is 
always sent within the dialog created by the Subscribe request* (even though there are 
cases out in the real world where implementers actually are sending out un-solicitated 
NOTIFY requests. Not very good and it is breaking the spec – TODO, check up what the 
spec really says. Also check up this that I only think Microsoft is doing). 

The most important part of this request is to carry the state of the Resource and as 
previously mentioned it is up to the implementing event package to define exactly how 
this information is structured. 

Another important part of the Notify request is to carry information about the actual state 
of the subscription. This is conveyed through a new SIP header, namely the Subscription-
State header. In this header you will find information if the subscription is active, when it 
is about to expire, if it is terminated and what the reason for that was etc. We will see 
examples of how to interpret this header later on and also examples of how it is used. 

3.2 Establishing a Subscription 

In Figure 3-1 we saw at a very high-level of where a Subscriber, Alice, registered an 
interest in the state of her voice mail. Even though that that flow did not go into any SIP 
specific details we have already hinted that the Subscriber needs to construct and issue a 
SUBSCRIBE request and then send that over to the Notifier. Upon a successful reply, the 
Subscriber will be receiving notifications about any changes in the state of the Resource 
until the subscription is terminated. So, let us now go into more details about the initial 
SUBSCRIBE request. 

Of course, a first important step is to indicate which Resource you are subscribing to and 
the request-uri contains exactly that. E.g., if someone wanted to know the state of Alice’s 
voice mail that someone would need to insert the sip-address of Alice into the request-uri 
– sip:alice@example.com. However, this address do not convey if the subscription is for 
the state of her voice mail box, the state of the inbox of her email or perhaps her presence 
state. Which information you are interested in is conveyed in a new SIP header, the 
Event-header. The value of this header is identifying the Event Package (3.1.1.5) to 
which the subscribe request is targeting. This header plus the request-uri together 
uniquely identifies both the Resource to which you are subscribing to but also what 
information belonging to that Resource you are interested in. 

TODO – now I am stating what 3265 states but I normally say that request-uri + event-
header = Resource. Need to make sure that I am consistent in my own thoughts here. 
Perhaps I need to re-write this to define it according to my view… very important! 
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SUBSCRIBE sip:alice@example.com SIP/2.0 
To: sip:alice@example.com 
From: sip:alice@example.com;tag=123 
Event: voice-mail 
CallId: 987 

Listing 3-1 SUBSCRIBE request requesting information the state of Alice’s voice mail box 

Figure 3-2 shows the typical call flow of someone establishing a subscription to a 
particular Resource. In this particular example it is Alice that is subscribing to the state of 
her own voice-mail box as the above SUBSCRIBE request outlines. Hence, Alice 
constructs the request and sent that out, which is terminated by the Notifier. The Notifier 
will examine the request and determine if it is capable of handling the indicated event-
package and if so it will send out a 2xx response. In the flow we see that the Notifier do 
accept her request with a 202 Success response and then shortly after the Notifier sends 
out a NOTIFY request that Alice responds to with a 200 OK. 

 

[TODO – insert call flow] 

Figure 3-2 illustrates the call flow of Alice establishing a subscription towards her own 
voice-mail box 

One thing that is very important to remember is that if the subscriber receives a 2xx 
response to the subscribe request then it is guaranteed that it will also receive a NOTIFY 
request, always! Hence, if the Notifier do accept a subscribe request then it MUST also 
send out a NOTIFY within reasonable time (and of course, a “reasonable” time can really 
be anything and is not mandated by the specification). This behavior will prove very 
useful later on but also introduces some problems in real life scenarios, as we will discuss 
in section 3.7. 

3.2.1 The 202 Accepted Response 

In Figure 3-2 we saw how Alice got back a 202 Accepted as a response to her subscribe 
request and this is a new response code introduced by RFC 3265. It merely means that 
the subscribe request was understood and accepted but it doesn’t mean that Alice is or 
isn’t authorized to actually see the true state of whatever it is she subscribed to. 

[TODO – do a link to the discussion in the presence event package where it becomes 
more obvious why we need this response code] 

3.2.2 The Notify request 

Apart from carrying the actual state of the Resource in the body, the notify request also 
contains useful information about the actual subscription itself. RFC 3265 introduces yet 
another SIP header, namely the Subscription-State header. This header conveys the state 
of the subscription, such as “active”, “pending”, “terminated” and potentially the reasons 
of why the subscription ended up in that particular state. Unless the subscription is 
terminated, the Subscription-State header will also contain how much longer this 
subscription will be kept alive. This is communicated through the expires-parameter. 
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Subscription-State: active;expires=3599 
Subscription-State: pending;expires=600 
Subscription-State: terminated;reason=timeout 

Listing 3-2 shows three different examples of a Subscription-State header 

Examining the notify request that Alice got back in the flow as shown in Figure 3-2 we 
can see that her subscription is active and will live on for another 3599 seconds. 

NOTIFY sip:192.168.0.100 SIP/2.0 
To: sip:alice@example.com;tag=555 
From: sip:alice@example.com;tag=123 
Event: voice-mail 
CallId: 987 
Subscription-State: active;expires=3599 

Listing 3-3 outlines the NOTIFY request coming back as the result of the successful 
installation of the  

3.3 Keeping the Subscription alive 

When a request creates a state it is common to have some kind of timer associated with 
that state so that if the state is not explicitly removed, it will be deleted when the timer 
fires. The reason for this is of course that clients can crash, networks can go down etc and 
we do not want to keep state longer than necessary. This is also true for the subscription 
installed by the Subscriber. A subscription has a life span and as long as the subscription 
is considered to be alive the subscriber will be receiving state updates. As a consequence, 
the subscriber must make sure that the subscription doesn’t time out and therefore also 
terminated. So, when the subscriber constructs the subscribe request she can indicate the 
desired life-span of the subscription by putting in a time in seconds into the Expire-
header. If the server accepts that time, the subscription will live on for that amount of 
time. Of course, how do we know if the server (Notifier) actually accepted the time that 
we suggested? The 2xx response will convey what time we actually got and the NOTIFY 
will actually also contain the time left.  

If Alice added e.g. Expire=3600 into the subscribe request outlined in Listing 3-1 and that 
time was accepted by the Notifier, the 202 Success response in the call flow shown in 
Figure 3-2 would contain the following: 

202 Success 
show the expire header thingie 

Listing 3-4 a closer look at the 202 Success response 

Note that the Subscriber do not have to put in a suggested time (by using the Expire-
header) and if the Subscriber doesn’t do this then it will be up to the Notifier to choose 
whatever it likes. However, if the subscription is accepted, the 2xx response will always 
contain the expiration time and it is this time the Subscriber should set its internal timer 
to. 
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So, now we know everything there is not know about the initial timeout on the 
subscription but how do we refresh it so it doesn’t terminate? Well, it is very straight 
forward. Just create a sub-sequent SUBSCRIBE request and send that one over to the 
server before the timeout occurs. This will reset the timer on the server side and you will 
be getting a new 2xx response with a new expiration time in it (most likely the same 
value as in the first 2xx response). A typical so-called re-subscribe request will look 
something like this: 

SUBSCRIBE sip:alice@example.com SIP/2.0 
To: sip:alice@example.com;tag=555 
From: sip:alice@example.com;tag=123 
Event: voice-mail 
CallId: 987 
Expire: 3600 

Listing 3-5 a typical re-subscribe request 

As Listing 3-5 illustrates, the re-subscribe request is really no difference than the initial 
one except that it will of course be sent within the context of the established dialog 
(wouldn’t be a sub-sequence request otherwise, now would it!). This request will cause 
the server to reset the timer associated with this subscription and will give, in this 
example, Alice’s subscription another hour to live. Note though that the 2xx response 
will still contain the true expiration time that the server sets so the Subscriber must 
always take this value and adjust its internal timer to match it. Hence, do not ever trust 
whatever you put in as the Expire-value and use that to set your timer on the client side. 

Alice will be sending out these refresh subscribe requests as long as she wants the 
subscription to be kept alive but eventually she will want to terminate the subscription. In 
a typical use case, this would happen when Alice shuts down her client, such as when she 
turns off her computer to go to bed at night. So the question is then, how do we terminate 
the subscription? 

Also, what would happen if the subscription does timeout? I.e., we didn’t refresh the 
subscription in time. The Notifier is actually responsible for telling the subscriber when a 
subscription has been terminated and why it was terminated. We will discuss this also in 
the next section, section 3.4, and will also look at those different reasons. 

3.4 Terminating the Subscription 

Any state that a client have installed on remote UAS:s it should clean up when it goes 
offline and this is also true for any subscriptions that the Subscriber did install. We have 
seen that if the client is ill-behaved, there are timers to prevent this state from living on 
forever but of course we should really clean up after ourselves, hence, we need a way of 
terminating subscriptions.  

Terminating subscriptions turns out to be as simply as installing or refreshing them. 
Simply issue a sub-sequent subscribe request where the Expire-header is set to zero. I.e., 
you are asking the subscription to live for another zero seconds; hence, you are 
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terminating it. If successful, you will be receiving a 2xx response to the subscribe request 
and one last notify request. The reason why you get a notify request once again is aligned 
with what we have previously stated, which is that for every successful subscribe request 
you will always be getting a notify request. 

SUBSCRIBE sip:alice@example.com SIP/2.0 
To: sip:alice@example.com;tag=555 
From: sip:alice@example.com;tag=123 
Event: voice-mail 
CallId: 987 
Expire: 0 

Listing 3-6 an example of a un-subscribe request 

If the client didn’t issue a un-subscribe request but all of a sudden do receive a 
terminating NOTIFY with the reason stating “timeout” then the subscriber forgot to 
refresh the subscription in a timely manner. The Subscriber can then simply just create a 
new subscription if it likes and as such, just start over and pretend like nothing ever 
happened. A well behaved client will do this without the end-user even noticing this. 
There are many situations where a well-behaved end client following RFC 3265 will 
automatically “fix” the subscription without even telling the end-user that it did so. Some 
of those situations are discussed the detailed section below. 

NOTIFY sip:192.168.0.100 SIP/2.0 
To: sip:alice@example.com;tag=555 
From: sip:alice@example.com;tag=123 
Event: voice-mail 
CallId: 987 
Subscription-State: terminated;reason=timeout 

Listing 3-7 shows the terminating notify 

3.5 Polling 

Polling is a technique commonly used in systems where it is not possible to register 
interest for state changes and to receive those changes asynchronously, as what we have 
been discussing in this chapter. However, even with RFC 3265 in place there may be 
cases where one would like to do a poll [TODO – come up with some good example, if 
not re-write this sentence]. Due to the fact that every successful subscribe request always 
will be receiving a notify we can simply create an initial subscribe request but set the 
Expire header to zero right away, as the listing below illustrates. 

SUBSCRIBE sip:alice@example.com SIP/2.0 
To: sip:alice@example.com 
From: sip:alice@example.com;tag=123 
Event: voice-mail 
CallId: 987 
Expires: 0 
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Listing 3-8 A poll request 

This will cause the subscription to be installed and deleted right away and if this request 
is accepted by the Notifier it must send out that notify to us. Of course, the notify will 
have a Subscription-State header stating that the subscription has been terminated and the 
reason would be “timeout”, which in affect will be a poll request. 

3.6 Subscription Life-cycle 

We have already seen that a subscription can be in different state and the state in which 
the subscription is in is conveyed through the Subscription-State header in the NOTIFY 
request. So far we have really only briefly mentioned the two states “active” and 
“terminated” but there are more states. Figure 3-3 shows the state diagram over the 
various states a subscription can take on. It also shows the events that moves the 
subscription from one state to another. These events are quite important and will be 
discussed throughout this book. 

[TODO – insert subscription state diagram here] 

Figure 3-3 Subscription state diagram (adapted from RFC 3857) 

When a subscription arrives at the Notifier the subscription enters the init state. This is 
just a transient state and the next state depends if the Notifier has a policy already at hand 
or not. The policy dictates if the subscriber, e.g. Alice, is allowed to subscribe to this 
resource or not. If the policy says that she is not, the subscription is moved over to the 
terminated state immediately and as such the subscription is denied and a 403 response 
will be sent out. Remember, since the subscription was not accepted the subscriber will 
NOT be receiving a NOTIFY request. This is aligned with what we previously have been 
discussed. 

If the policy states that the subscriber is authorized then the subscription moves over to 
the “active” state and the subscriber will be receiving a 2xx response followed by a 
NOTIFY within a reasonable amount of time. Once a subscription has entered the 
“active” state, the only way the subscription can go is to the “terminated” state. There are 
several reasons of why the subscription goes from the “active” to the “terminated” state 
and the most common one is that the subscriber simply terminates the subscription 
through a un-subscribe request. In this case, the event that took the subscription from the 
“active” to the “terminated” state would be “timeout”. 

A common case is also that there is a policy available to the Notifier but that policy does 
not state what to do with e.g. Alice’s subscribe request. In this situation the subscription 
will enter the pending state and while in this state the subscriber will only get “false” 
notifies back. What I mean by false here is that the state carried in the body of the notify 
will not necessarily carry the correct state information of the resource the subscriber 
subscribed to. Remember, according to the specification the subscriber MUST receive a 
NOTIFY for every successful subscribe request and since the subscribe request was 
successful the subscriber must be getting that notify. However, since the information 
carried in the body of the notify can be sensitive there must exist a policy that tells the 
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Notifier what information it is allowed to send out to that particular subscriber but as long 
as it doesn’t have that it will send out notify requests with a body revealing nothing, 
hence a “false” notify. 

[TODO – more info about the states?] 

3.7 Details 

The devil is always in the details and there are many issues that have been left out in the 
previous discussion in this chapter. This has been done on purpose since too many details 
early on may not be of any use. However, if you feel comfortable with the general 
behaviors described so far then continue reading! 

3.7.1 State deltas 

The body of the NOTIFY can really contain anything and as such, there might be event-
packages that allows the body of the NOTIFY to only contain the partial state. This will 
of course mean less bandwidth used and may be extra important for clients operating in 
low-bandwidth networks such as in a mobile network. 

If an event-package do allow for deltas to be sent out they must adhere to the following 
rules mandated by RFC 3265: 

 Any NOTIFY being sent out as a direct result of a SUBSCRIBE request must 
contain the full state of the Resource. This behavior allows client to fetch the full 
state of the Resource in case they got out-of-synch 

 Notifications sent out due to change in state will only contain the actual state 
change. In order for Subscribers to keep track of the state it receives there must be 
a version number as part of the state information and this number must increase 
by exactly one for each notification. 

 

3.7.2 Subscription expiration 

We have seen that the Subscription will be associated with a timer that, if it fires, will 
delete the state associated with this Subscription. The Subscriber may suggest an 
expiration timer in the subscribe request but it is still up to the Notifier to pick and choose 
(almost) whatever it likes.  

3.7.2.1 A million years? 
So, can you as the Subscriber suggest any time you like? Yes, you may suggest any time 
you like but what will happen if you do suggest a million years is that the Notifier will 
most likely choose another time. The Notifier is likely to be configured with a maximum 
allowed expiration time and if someone either suggests a time bigger than this one, or no 
time at all, it will pick this configured time as the expiration time. Remember, the 
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subscriber should always examine the 2xx response since this is where the timeout 
chosen by the Notifier will be conveyed.  

The philosophy here is that if you have too big of a timeout, the likelihood of something 
going wrong is too great. I.e., the Subscriber may crash and therefore not be able to delete 
Subscription and as such, the state over at the Notifier may live on, consuming resources, 
almost forever. At the same time, you do not want to have too short of a lifespan, since 
this will cause more refresh traffic to flow through the network. Hence, it is likely that the 
Notifier will pick its biggest configured timeout. 

3.7.2.2 One second? 
Of course, you could suggest a expiration time of one second but you will probably get 
back a 423 Interval Too Brief response back. Why? Well, too short expiration time will 
lead to lots of refresh traffic, as we previously mentioned, and too much traffic may take 
down the network. Therefore, the Notifier will also most likely be configured with a 
minimum allowed expiration time and if you suggest something less than then, it will 
reject your subscription request the 423 response. This response will also contain the 
minimum allowed expiration value and is conveyed through the “Min-Expires” header. 

[TODO – find out why we do a 423 here and not lengthen it. Think it is stated in 3261] 

3.7.3 Subscription/dialog management 

The SUBSCRIBE request is a dialog creating request and as such there will be points in 
time where this dialog is created and then eventually destroyed. The dialog and the 
subscription are really the same thing so when the dialog is destroyed, so is the 
subscription and vice versa. At first it may be obvious what those points in time are when 
the dialog is created/destroyed but there are common misunderstandings when this 
actually happens. Some of those misunderstandings leads to SIP elements (both UA:s and 
proxies) breaking the subscribe-notify chain, which in the worst case also will break the 
functionality of the service we are trying to give out (such as presence). 

3.7.3.1 Dialog establishment 
The subscribe dialog is of course established on a 2xx response to an initial SUBSCRIBE 
request, nothing strange about that. However, what UAC’s must be aware of is that the 
NOTIFY may actually arrive before the 2xx response and if it does, then it is the 
NOTIFY request that establishes the dialog. Hence, answering something along the lines 
of 489 to that NOTIFY is wrong. This scenario could of course happen when we are 
sending SIP over an unreliable network and the notification simply overtakes the 2xx 
response on their way to the UAC. 

3.7.3.2 Tearing down the dialog 
When the dialog is established is fairly straight forward but when the dialog is torn down 
is, in my experience, a common source of error.  
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Without giving it much though, you may be inclined to say that the dialog as destroyed 
when the transaction of the un-subscribe terminates. Well, this couldn’t be more wrong. 
First of all you of course need to at least see if you get a successful response to that un-
subscribe request but even so, the dialog (and the subscription) lives on for as long as the 
Notifier says it does. In fact, you may think of the un-subscribe request merely as a 
suggestion to the Notifier that it can kill off the subscription and it is not until the Notifier 
agrees with you that the dialog is torn down. 

So, when does this happen? The dialog/subscription can only be considered as dead when 
you see a final response to a terminating NOTIFY. Why this terminating notification was 
sent out is of no interest to us in this discussion. It may have been because of a un-
subscribe request, the subscription timed out, local policy said to kill it off there are 
simply many reasons to why a subscription is terminated.  

So no matter where in the chain of this dialog you are, you cannot clean up the state 
associated with this dialog until you see that final response to the terminating dialog. 
Since the only way to detect if the notify is indeed is a terminating notification, everyone 
in the chain need to examine the SubscriptionState header. This goes for stateful proxies 
too! 

But what go so wrong if the elements in the network do not do this properly? Well, let’s 
say that the Subscriber (the UAC) gets this wrong and terminates the dialog as soon as it 
has gotten the 2xx response to her un-subscribe request. We know that the Notifier (the 
UAS) will send out a last NOTIFY because there will always be a notification sent out to 
every successful subscribe request, which will cause the UAS to respond with a 489. Of 
course, a well-written Notifier really will not care that much since any final response to 
the terminating notify will cause it do clean up all its state anyway. However, if the client 
isn’t there anymore and this is sent of UDP the Notifier will sit and wait until the 
transaction times out (64 * T1, which default is 32 seconds), causing un-necessary 
resources to be consumed. 

A Subscriber who gets this wrong is not as bad as a proxy screwing things up. The 
functionality of the Subscriber may rely on the fact that it will get this last terminating 
NOTIFY so if a SIP proxy kills off its state as soon as it sees the 2xx response to the un-
subscribe request, it will mean that when the NOTIFY is sent out by the notifier, the 
proxy will reply 489 and as such, the Subscriber will not even get the notify request! 

 This last case is illustrated in the call flow shown in  

[TODO – insert call-flow here!] 

Figure 3-4 shows how a bad proxy breaks the subscribe-notify chain 

 

3.7.3.3 Timers in the network 
The subscriptions themselves have a well-defined life span, which we have discussed 
quite extensively by now. However, there might be other timers in the network that, if not 
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maintained properly, will fire at the wrong time and as such break the event chain once 
again. 

The Java SIP Servlet Specification (JSR116) is becoming more and more popular as a 
way of creating various types of SIP Applications. In this specification you will always 
end up creating a state (at the top-level, a SipApplicationSession) whenever you create or 
receive a request and it is up to you as the programmer to clean up this state after 
yourself. However, if the developer does not do this there is a timer associated with this 
state that if it fires the JSR116 container may remove this state. If this state is removed 
the underlying dialog (if there was one to begin with) will also be removed causing any 
sub-sequent requests floating through this element be terminated with a 489 response. 

So, if you have a stateful application sitting on top of JSR116 that is in the path of our 
subscribe requests it must not forget to deal with this timer appropriately as well. Even if 
you have thought about the other problems described above you must not forget to 
configure this servlet timer appropriately as well. The default value of the servlet timer is 
configured in the sip.xml and may be easy overlooked. If you have built an application 
dealing with subscribe requests you should examine the 2xx response to find out the 
expiration time of the subscription and adjust the 116 servlet timer accordingly. Note, it 
may refuse your request so then you need to come up with another strategy in order to 
prevent the servlet timer to kill off the state and as such, breaking the chain causing sub-
sequent requests to fail. 

 

 NOTIFY arriving before the 2xx response and is therefore establishing the dialog. 
Here is something that e.g. JSR116 does not specify, i.e. can an application send 
out a NOTIFY before it generates the 2xx response? 

 

 The various states of the subscription. I.e., init, pending, active, terminated and 
how it goes from one state to another… mention the correlation to the 
Subscription-State header and point out once again that this is the header that 
conveys this stuff… 

 

 

 

 Keep adjusting your timer based on the stuff in the NOTIFY – stupid and just 
makes it complicated. Just keep it simple… 

 When to re-subscribe? Just before the timer expires? Any other strategy? 
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 Successful subscribe request always yielding a NOTIFY can be problematic in 
real life scenarios. Imagine the following case: an end client is being turned off 
and as such it will start sending out un-subscribe requests to everything it has 
subscribed to (typically the presence state of your buddy list). Since we know that 
a successful subscribe request (un-subscribe also being a subscribe request but 
with expires=0) will yield a NOTIFY being sent back to which we really should 
reply back with a 200 OK response the client must sit and wait for all of the 
NOTIFY:s coming back before actually completely shutting down. If it doesn’t do 
that, the server side will most likely get a timeout on the request and will fall into 
error handling mode and if implemented correctly it will still remove the 
subscription but not because of a successful normal case but rather for a lack of 
response. Also, when you think about it, why would an end client be interested in 
the NOTIFY coming back? Today, the most widely use of RFC 3265 is presence 
and most often that information is conveyed to an end-user through some kind of 
GUI. Hence, if the user is shutting the client down, why would she be interested 
in that last NOTIFY? After all, that NOTIFY should not really contain any new 
information about the state of the Resource she has subscribed to since she would 
already have received that information (unless in a corner case of course).  
 
Even worse, there are clients that just send out the subscribe request and then 
even terminates the  

3.8 Summary 

Now that we know how we can utilize SIP to setup a subscription towards a particular 
Resource and how our end point will be receiving NOTIFYs whenever the state of that 
resource changes we face the next problem, how do we update the state of the Resource? 

Imagine the case of presence where Bob would like to convey his current state in some 
way. Bob might be heading off to a meeting and would therefore like to set a note that all 
the subscribers can view saying that he is away and busy right now. How can Bob update 
his presence state? I.e., how can he update the Resource representing him? 

[TODO – need to re-write this to include the voice-mail case. Perhaps there is a better 
“event-package” to use as an example?] 

 We saw how Alice constructed a SIP SUBSCRIBE request to setup a subscription 
towards the state of her voice-mail box but we haven’t Bob in order to see his presence 
status. However, what we haven’t figured out yet is that Resource is updated. How can 
Bob change the state of his presence? This problem is further explored in the next 
chapter. 



CHAPTER 4 

Updating the state 
of a Resource 

dating the state of a particular Resource can of course be done in a number 
of ways. It could be done in a proprietary way, decided by the implementer 
of the system where external updates either is not allowed or perhaps the 

system exposes some kind of API allowing outside interaction.  

U 
In the previous chapter we discussed how SIP can be used to create an event-notification 
mechanism and we will continue building on those ideas and discuss how SIP once again 
can be utilized to update the state of the resource as well. 

4.1 Introduction 

In the below figure, Alice subscribes for the presence state of Bob. The flow shows how 
Alice initiates the subscription and receives a NOTIFY request containing the current 
state of Bob, which is offline, and then how Bob comes online and changes his state to 
online which Alice finds out through the last NOTIFY. 

However, the question is how does Bob change his presence state? How do we update the 
state of a Resource, whatever that Resource may be? 

RFC 3903, SIP extension for Event State Publication, does address this very problem and 
is as an extension event-notification framework discussed in the previous chapter. This 
RFC introduces a new SIP method, PUBLISH, that can be used to update the state of the 
Resource and this RFC is what we will be discussion in this chapter. 

[TODO – insert figure. The figure should be so that Alice uses SIP but when Bob updates 
his state it is only done by some “other” means…] 

Figure 4-1 illustrates how Alice subscribes to Bob’s presence state and how he updates his 
state. 

4.1.1 General Framework (again) 

It is important, once again, to realize that the SIP event notification mechanism that we 
discussed in previous chapter is a generic framework and as such, RFC 3903 is also a 
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general mechanism for updating the state of a Resource. After all, that Resource is part of 
the generic framework. 

4.1.2 Event State 

The event state is the state information for a particular Resource for a particular Event 
Package. This state could be modified by and Event Publication Agent through issuing 
publish requests that are processed by an Event State Compositor who then will in turn 
update the event state of the particular Resource in question. 

4.1.3 Event State Compositor (ESC) 

The Event State Compositor (ESC) is responsible for processing incoming publish 
request and respond back to the publisher with an appropriate response. If successful, the 
published state will affect the Resource’s state and if this state change should be 
conveyed to the Subscribers of that Resource, the Notifier will send out those necessary 
notifies. 

If there are multiple publications made towards the same resource the ESC is also 
responsible for merging those published states into one unified view of the Resource. 
Multiple publication sources are common in e.g. the presence event-package and an 
example is when you leave your computer at home on during the day and then start 
another client on your work computers, both signed in to the same account. 

Since the ESC cannot know the rules about how to merge multiple publication sources 
into one unified view for a particular Event Packages, each Event Package must also 
define how multiple PUBLISH request are combined into one unified state, the so-called 
composition policy. 

4.1.4 Event Publication Agent (EPA) 

A SIP client (UAC) capable of issuing PUBLISH requests is called an Event Publication 
Agent. This is a general term and sometimes when discussing a client that issues publish 
requests for a particular event package, such as presence, then a more specific term may 
exists. 

4.1.5 Event Hard and Soft State 

Event State that is installed by an EPA is usually referred to as soft state since as soon as 
the EPA goes offline, it will delete its state. Hence, soft state is usually installed by end 
clients and is volatile. However, it could also be possible to have persisted state that is 
always around. It could be the default state of a particular Resource for a particular Event 
Package and perhaps the best example is, once again, the presence case. Imagine that you 
go on vacation and will not have access to the internet for some time. You then could 
store your “offline” message stating that you are on vacation and people, Subscribers, 
subscribing for your presence state will see this “offline” message, i.e. your Event Hard 
State. 
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4.1.6 The PUBLISH Request 

RFC 3903 introduces a new SIP method, namely the PUBLISH request and it is through 
this method an EPA can alter the Event State of a Resource. In contrast to the Subscribe 
request, the publish request does not establish a SIP dialog and therefore there will be no 
long lived peer-to-peer relationship between the two SIP endpoints (i.e., the endpoint 
issuing the publish request and the server who terminates it). However, there still exists 
an application level relationship between the two endpoints so even though there is no 
such thing as a subsequent publish request from a pure SIP perspective, it certainly exists 
from an application point-of-view. 

4.2 Installing Event State 

In Figure 4-1 we saw at a high-level how Bob changed the state of his presence state but 
did not discuss how this was done using SIP. We now know that this is done by 
constructing and sending a PUBLISH request that the ESC will process and a typical 
initial PUBLISH request is outlined in Listing 4-1. 

An important part of this request is of course the actual state of the Resource that we wish 
to install. The new state is carried in the body of the request and whenever you include 
something in the body of a request in SIP, you also need to specify its format, which is 
done through the ContentType-header. 

Of course, we must also tell the ESC which event-package and which Resource whose 
state we are about to change. Just as in the case of the subscribe request, this information 
is conveyed through the Event-header and the request-uri respectively.  

PUBLISH sip:bob@example.com SIP/2.0 
To: sip:bob@example.com 
From: sip:bob@example.com;tag=857476 
CallId: 98732847 
CSeq: 1 PUBLISH 
Event: presence 
ContentType: application/pidf+xml 
ContentLength: xxx 
 
<XML body goes here, i.e. the state we are publishing> 

Listing 4-1 shows an initial publish request. 

If the request is accepted by the ESC the publisher will receive a 2xx response back 
indicating the successful installment of the published information (the published 
document) and if there were any Subscribers to that Resource they would have gotten 
new notify requests indicating the change of state (depending on local policy of course). 

[TODO – insert the typical call-flow again but now with the PUBLISH request] 

Figure 4-2 illustrates the typical call-flow 
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Note 

All event packages known to me at the time of writing, the published state is 
conveyed as an XML document carried in the body of the request. Therefore, the 
act of publishing will from now on be referred to as installing a document in the 
ESC and it is that document that contains a part of the state of that Resource 

4.3 Keeping the Event State alive 

As with any state installed on a remote host it will expire if not refreshed within time and 
this is also true for the published document. Just as in the case of the subscription, the 
expiration time for publication is indicated in the 2xx response and the publisher needs to 
refresh the published document within this time. Looking from an application 
perspective, refreshing the publication is no different then refreshing the subscription but 
there is one big difference between the two cases and that is how do we create this “sub-
sequent” request since the PUBLISH does not create a dialog? Well, the 2xx response 
contains yet another vital piece of information apart from the expiration time namely a 
unique identifier for the published document. 

4.3.1 The SIP–ETag and SIP-If-Match headers 

When manipulating the published state, the published document, in any way you will 
always be receiving a “receipt”. If you later want to manipulate that particular document 
again you will need to present that “receipt” so that the ESC knows which document you 
are referring to. This receipt is conveyed through the SIP-ETag header as shown in the 
200 OK response in Listing 4-2.  

TODO – insert 200 response here 

Listing 4-2 shows the 200 OK response to the initial publication in Listing 4-1 

In the “sub-sequent” publish request, this receipt is inserted into the SIP-IF-Match header 
and if correct, the ESC will be able to find the document and will send back a 2xx 
response. Note, the 2xx response will actually contain a new unique identifier so you 
cannot use the same ETag twice. If the value in the SIP-IF-Match header is not 
recognized by the ESC it will send back a 412 Condition Failed response so if you 
happen to loose your receipt you are out of luck, there is no way to get it back and the 
state you installed will eventually time out and be removed. 

Finally, how do we refresh the state we published initially? Easy, simply create a new 
PUBLISH request and insert the value from the SIP-ETag into the SIP-IF-Match header. 
Since we are simply resetting the timer associated with this state we do not need to 
include a body this time around and the refresh publish request is outlined in Listing 4-3. 
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PUBLISH sip:bob@example.com SIP/2.0 
To: sip:bob@example.com 
From: sip:bob@example.com;tag=857476 
CallId: 98732847 
CSeq: 2 PUBLISH 
Event: presence 
Expire: 3600 
SIP-IF-Match: 98wuroisjlkasjdf 
 
TODO – check the SIP-IF-Match spelling 

Listing 4-3 shows the refresh publication. 

Note that we this time also have included an expiration value, which we did not do in the 
initial publish request in Listing 4-1. Just as in the case of the subscription, if a time is not 
suggested in the request the ESC will choose one for you and that expiration time will 
always be conveyed in the 2xx response. Remember, whatever you put into the Expire-
header in the request it is merely a suggestion and the ESC can really choose whatever it 
wants (with some restrictions) so you will always have to examine the 2xx response. 
Listing 4-4 shows the 200 response to the refresh publish request above and notice how 
the value in the SIP-ETag is a new unique identifier and not the same as the one we  just 
inserted into the SIP-IF-Match header. 

Yet another 2xx reponse and of course a new SIP-ETag, which is 
what we will use in the next sub-sequent request. 

Listing 4-4. The 200 OK response to the refresh publication. 

[TODO – perhaps I should include a call flow here pointing out that the refresh does not 
ever cause notifies to be sent out?] 

4.4 Updating the Event State 

A common operation is to update the previously installed state and this is done by issuing 
an update publish request. This request is no different than the refresh request except that 
we now also need to include a body with the new state. Hence, the only difference 
between an update and a refresh publish request is that one has a body, the other one 
doesn’t.  

PUBLISH sip:bob@example.com SIP/2.0 
To: sip:bob@example.com 
From: sip:bob@example.com;tag=857476 
CallId: 98732847 
CSeq: 3 PUBLISH 
Event: presence 
Expire: 3600 
SIP-IF-Match: <whatever the previous one will be> 
ContentType: application/pidf+xml 
ContentLength: xxx 
 
<XML body goes here, i.e. the state we are publishing> 
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Listing 4-5 shows the update publish request. 

Since updating the event state means that the overall state of that Resource may change, 
which may lead to notifications being sent out to its Subscribers. The reason why the 
updating of the state only “may” lead to NOTIFY:s being sent out is because the overall 
state of the Resource may not change due to the composition policy and even if it did 
change the state of the Resource, the subscribers may not receive notifications anyway 
because of authorization policies etc. We will discuss composition and authorization 
policies in greater detail in section XXX. 

4.5 Deleting the Event State 

A well-behaved client will have to delete its state at some point. In the case of presence, 
this usually happens when the client is shut down and if the client did not delete its state, 
the subscribers to this Resource would get the wrong state. Deleting the state involves 
once again creating a sub-sequent request and the request looks exactly the same as the 
refresh request except that the expiration time is set to zero, as the request below shows. 

PUBLISH sip:bob@example.com SIP/2.0 
To: sip:bob@example.com 
From: sip:bob@example.com;tag=857476 
CallId: 98732847 
CSeq: 4 PUBLISH 
Event: presence 
Expire: 0 
SIP-IF-Match: <whatever the previous one will be> 

Listing 4-6 the publish request that deletes our previously installed state. 

Of course, as with any request we need a response and if all went well we should be 
getting a 2xx response back and this response will actually also contain a new SIP-ETag, 
an identifier we actually never will be using. 

Deleting the published state for a particular Resource also means that we do change parts 
of the state of the Resource. However, as previously mentioned, the overall state of the 
Resource may or may not change and even if it did change, due to local policies, the 
Subscribers may or may not receive notifications. 

[TODO – why the new etag really? Just consistency or some other thought behind it? 
Check it] 

4.6 Notifier + ESC = Event Notification Service 

Once again, remember that this is a general system and it only provides a framework for 
implementing event packages. The mere framework by itself actually doesn’t do anything 
(hence the name framework) but relies on a particular event package to define the 
context. One of the two important parts that an event package must specify is how 
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authorization is to take place as well as how multiple publications made to the same 
resource is handled (the composition policy). 

4.7 Details 

4.7.1 The “sub-sequent” PUBLISH request 

We have seen that as soon as we create a “sub-sequent” publish request we will have to 
include the unique identifier we obtained from the last 2xx response for that particular 
document. This “receipt” is passed on to the ESC through the SIP-IF-Match header so 
that it will be able to locate the particular document we are targeting. However, there are 
more guidelines that should be followed when creating those “sub-sequent” publish 
requests and they are actually the same as for the SIP REGISTER request [RFC3261] and 
those are: 

 The Call-ID should be the same 

 The CSeq should be incremented by one for each new publish request. 

 TODO – what about the local-tag? 

An ESC should be able to handle the case where these guidelines are not followed but the 
EPA SHOULD follow these rules. Also, it makes it much easier to trace all the publish 
requests in a log file when you sit and debug a call-flow. 

4.7.2 503 to quench traffic, doesn’t really work! See bugdb 

discuss, this… there must be someone else out there who has had a similar experience. 

4.8 Summary 

Now that we have defined a complete framework where it is both possible to subscribe to 
state changes in a Resource as well as a way for a Resource to be updated by external 
means,  

Through the help of the SIP PUBLISH request we now know how we can accomplish an 
external state change of a particular Resource.  

Now that we have gotten yet another important piece of the puzzle down we do have the 
very fundamental knowledge of how an event notification system that also allows 
external updates over SIP to take place we are ready to actually start looking into the 
Presence Event Package. 



CHAPTER 5 

Presence Event 
Package 

the prev
the underlying protocol in order to pr
offering a way of registering an intere

ious two chapters did introduce a general framework using SIP as 
ovide applications with a tool-box 

st in a Resource and get notified when 
the state of that Resource changes. However, this framework does need additional 
specifications to define exactly what to do with the published information etc and this is 
defined by an Event-Package.  

T 

The most common event-package at the time of writing is the Presence Event Package. 
Anyone who has used any type of instant messaging client has come across presence in 
some form or shape. All the popular instant messaging clients have the ability to specify 
if you are available, busy or away and this is presence information, i.e. your willingness 
to communicate. 

5.1 Introduction 

Presence as a model was introduced by RFC 2778 and this specification discusses the 
basic idea of presence, sets the terminology as well as specifies the responsibilities of the 
different entities in a “Presence Service”. This RFC does not concern itself with how this 
is implemented or which protocol is used to make this happen. Without knowing it, we 
have been discussing this model throughout the book but so far we have only been using 
general terminology.  Since it is important to also know the “presence” terminology we 
will discuss them here. 

Note 

A “Messiging Service” is also defined in RFC 2778 but since this book is only 
concerned with presence, this service will not be discussed. 
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5.1.1 Presence Service 

The Presence Service is responsible for accepting, storing and distributing presence 
information. Presentities are what feed the Presence Service with information, which then 
is sent out to Watchers. The role of what the Presence Service is what we previously have 
seen in the Notifier and Event State Compositor combined.  

5.1.2 Presentity 

A Presentity (presence entity) provides Presence Information to the Presence Service and 
as such it would be easy to map the Presentity to same role as the Publisher. However, it 
turns out that this is not as easily done as one would think. RFC 2778 seems to describe 
the Presentity as the one single source of truth of the presence state for a particular entity, 
such as Alice or Bob. The Publisher, on the other hand, is in fact only contributing with a 
part of the overall state of the Resource. In the general framework, it is the Resource that 
represents Alice and contains her combined state, a state that immerged from all the 
information published by the various Publishers representing her in some way. 

As such, in general terms the Presentity is really the Resource and what RFC 2778 
describes is really a Presence Publisher. As we will see when we discuss the Presence 
Event Package [RFC3856] in detail, this definition is inline with that RFC. 

[TODO – think about this. Read 2778 and make sure that this conclusion is in fact 
correct. I am not sure it really is actually. Check out chapter 3 – Model in that RFC since 
it contains some more info. Also read 3856 and compare, maybe it sheds some light on 
this…] 

------- 8< ----- cut here unless we find some need for it ---- 

Imagine that Alice has both a mobile phone and a work computer, both to which she is 
signed in. As such, she is  

It is true that in RFC 2778 it is described as the Presentity feeds the Presence Service 
with information,  

However, there is a slight deviation between the term Presentity and the general Publisher 
and even the Presentity defined by RFC  

However, there is one slight deviation between the term Presentity as discussed in RFC 
2778 and the general Publisher and actually the Presentity discussed in RFC 3856 as 
well. RFC 2778 seems to indicate that a Presentity is one single entity which provides the 
whole truth about the presence state to the Presence Service. However, a Publisher is in 
fact only contributing a small part to the overall state of the Resource 

----- 8< ------------------  

5.1.3 Watcher 

The Watchers are receiving state updates from the Presence Service whenever the 
Presence Service finds it necessary to send out updates. There are two main different 
types of Watchers, namely the Subscriber and the Fetcher. The Subscriber is an entity 
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that will register an interest with the Presence Service in receiving state updates for a 
particular Presentity. As such, the Subscriber will be receiving updates whenever the state 
changes of that Presentity changes. However, the Fetcher asks for the state explicitly. A 
special case of the Fetcher is the Poller, who fetches the presence information on a 
regular basis. 

All of these types of Watchers should sound very familiar. In fact, the term “watcher” is 
just the special “presence” name for the term Subscriber that we introduced in 
CHAPTER 3 (one type of Watcher is even called Subscriber!). In section 3.5 we even 
discussed how to accomplish polling and as such, when a Subscriber does a poll they in 
affect become a Poller (or Fetcher depending if it is done on a regular basis).  

5.2 The Presence Event Package 

5.3 The Presence Format – PIDF 

5.4 Summary 

We finally got the presence event package in place and saw how we could deploy that 
onto the generic Event Notification Service and as such actually achieve a first version of 
a system capable of handling “presence”. However, presence is of a sensitive nature and 
the Presentity must get a chance to decide whether Alice is allowed to see his presence or 
not. Privacy and policy is quite important to many event packages and this is very true 
also for the domain of presence. The next chapter deals with these issues. 

[TODO – probably will remove the below since the next chapter kind of changed 
directions… or rather it was merged with the actual policies as well] 

The first problem is to figure out how the Presentity can found out that someone just 
subscribed to him I.e., how does Bob find out that Alice requested to see his presence? 
Luckily, others have already figured out this problem as well and this is what we will 
discuss in the next chapter. 



CHAPTER 6 

 Privacy 

rivacy is often a big con
of those services that need to have a 
author

P cern in many systems and presence is definitely one 
 well-defined and solid way of enforcing 

ization. In the previous chapters we have built up a system where it is 
possible to subscribe to the presence state of Bob and as soon as he changes his state, you 
will be notified. However, we have also realized that due to the sensitivity of the 
information requested by Subscribers in general, we need a way to control who has the 
right to subscribe to what. I.e., we need to provide Bob with a way of authorizing Alice to 
view his presence state and also a way for him to actually find out that Alice did request 
to see his information. 

[TODO – another version here, not sure I want to keep it…] Not only must there be a 
way of expressing your privacy settings but unless there also exists some way of actually 
finding out that others have requested the state information about a Resource, we will not 
know when there is a need to update our privacy policy. 
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[TODO – might remove this now since it is kind of included in the first paragraph in next 
section] The first mechanism that we need to provide is a way for Bob to actually be able 
to find out that Alice just subscribed to his presence state. 

6.1 Watcher Information 

Watcher information is distributed to a Presentity by the Presence Service and its purpose 
is to convey to the Presentity what Watchers knows about its existence [RFC2778]. In 
other words, through the help of watcher information, Bob can find out if Alice has 
requested to see his presence state and act accordingly. The ability for Bob to actually 
find out if someone requested his presence state is a first important step and is needed so 
that he can take appropriate actions such as allowing Alice to see his presence state. Or 
why not block her from seeing his state. 

RFC 3857 specifies a watcher information (winfo) event template-package that is to be 
deployed onto the general event notification framework. Since it is a template-package it 
needs to operate within the context of another event package and its purpose is to monitor 
the underlying event package for changes in subscription state. Hence, when the state of a 
subscription associated with a particular Resource in the underlying event package 
changes, the winfo event package will detect this and act appropriately. 

6.1.1.1 The Inner… 
Since it can be very confusing to know which Resource, which Subscriber and which 
Subscription we are referring to when discussing the winfo event package, RFC 3857 
makes the suggestion to use “winfo” as a prefix to all those terms when talking about e.g. 
a Subscriber of the winfo event package. As such, without this qualifier we will always 
be referring to the inner event package, i.e. the event package that the winfo is 
monitoring. 

6.1.1.2 Event Package Name 
RFC 3265 mandates that any event package being deployed within this framework must 
define an event package name, a name that will be pushed into the Event-header of the 
Subscribe request. Since this is a template-package it only defines a suffix that is to be 
appended to the event package it monitors. This suffix is “.winfo” and when it e.g. sits 
and monitors the presence event package the Event-header would therefore be 
“presence.winfo”. 

6.1.1.3 Expiration time 
Like any other event package, the winfo event template-package should suggest a default 
expiration time to use for the winfo Subscriptions. However, since its purpose is to sit 
and monitor another event package it is suggested that the winfo Subscription’s 
expiration time should match whatever default time the inner event package mandates. 
Hence, there is no default suggested expiration time for this event package. 
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6.1.2 Subscribing 

Just because the winfo event package happens to be a template-package doesn’t make it 
any different from a SIP point-of-view. As such, the installment of the winfo 
Subscription is done in the same way as for any other type of Subscription and it is 
maintained and destroyed in the very same way. A notification is sent out whenever the 
state of the winfo Resource is changed and the state is carried in the body of the NOTIFY 
as what we would expect. 

The main difference is really that the Resource in the winfo event package actually does 
not carry a state per say. Its state is really just a reflection of the state of the inner 
Subscriptions and whenever the state of those Subscriptions change, the winfo Resource 
reacts and may send out a NOTIFY as a result. 

[TODO – not sure the last paragraph is really helpful at all] 

6.1.3 State deltas 

The winfo event package allows for partial states to be sent out to the winfo Subscriber. 
As such, it is important that it is possible to keep track of these partial states and therefore 
the state sent out will always contain a version number. If the state is found to be out-of-
synch, the winfo Subscriber can ask for the full state to be sent out by issuing a 
subsequent SUBSCRIBE request [RFC3265].  

6.1.4 Format of the NOTIFY 

The format of the watcher information is specified in RFC 3858 and is an XML based 
format describing, of course, the state of the subscribers to a particular resource. 

6.1.5 Typical Flow 

The 

[TODO – insert figure here] 

Figure 6-1 illustrates the winfo event package in action. 

6.1.6 Subscription State 

We discussed the various states of a Subscription in section 3.6 and it is this very state 
that we are conveying through the winfo event package. However, the state diagram we 
discussed previously actually does not contain all the necessary states for us to have a 
working system. Imagine the following scenario: 

In Figure 6-1 we say how Bob detected that Alice had subscribed for his presence state. 
However, what if Alice went offline before Bob would have come online? We know that 
when you un-subscribe to something, that subscription will be moved over to the 
terminated state and removed from the system. As such, when Bob finally gets his winfo 
subscription up and running, Alice will no longer be there. Hence, Bob would not find 
out that Alice, at some point before he got online, actually requested to see his presence 
state. This could really go on forever and one of the reasons we decided that we would 
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need some way of detecting if someone had asked to see e.g. your presence was so that 
we could take authorization actions to allow/disallow that particular person. As such, we 
need a way to prevent this.  

6.2 Common Policy 

Now that we know how Bob actually can find out if someone requested to see his 
presence we need to decide on how his decision can be expressed in a way that the 
Presence Service can act upon it. As with everything else we have been doing so far, 
there is also an interest to create a common framework since the ability to express 
privacy is useful to many other event package as well.  
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